Abstract

Objectives: The ultimate goal of the proposed metrics is to develop a quality software product, which is possible only when the product is certified at the end of each phase, so that there will be no place for errors and faults. Methods/Statistical Analysis: Project A and B are “School Management Software” in C++ language. The project A is developed using the “Software quality and productivity enhancement model” procedure and verified by metrics at every phase of development and maintenance whereas project B is developed in general procedure by another group. Both the software projects are observed for six months under similar work and conditions. Metrics are applied on observations from time to time and compared. Findings: Results from proposed metrics certify that undefined (hidden) task in product SRS or design phase constitute the major risks associated (product failure, quality, productivity etc.) with the product. Poor requirement identification and management laid greater role in product failure. It is certified in this paper that increase in the value of product failure % decrease the quality and productivity of product. The product whose failure rate is greater than 1% is risky to use, this value varies as per the product use and its working environment. Product effectiveness curve help the user in decision making regarding the working process of the software process, if it moves downward continue the use, but if it moves upward after a time period then the product should be abort or replaced. In this paper the application of proposed metrics on small project in different phases of its development, prerelease stage and in maintenance of the product enhance the quality and productivity of the product. Application/Improvements: The proposed metrics are applied on small projects; they can also be applied on large, complex software products. The application of the proposed metrics reduces the risk associated with the product that enhances the product quality.
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1. Introduction

Quality of software can be controlled and improved easily with the help of metrics. Metrics are that measuring units that determines the standards of any project, process and product. Metrics provides the basic comparison between the software products and also provide the information to the developer as well to the user that given software is as per the requirements or not. On the basis of reports generated by the application of metrics the software product is accepted or declined. Quality is directly proportional to reliability and reusability, as these increases the quality also increases. Quality of any product affects its productivity, as quality increases productivity also increases, and this brought software metrics to the forefront. This research paper focuses on different views on software quality. A quality product is achieved when the quality is achieved in its all phases of development. Most suitable quality model and number of metrics are applied in every phase of development starting from requirement phase then to design phase, coding phase, testing phase etc. the results at the end of each phase is calculated and evaluated, compared to increase the reliability, quality and productivity of the product. Software reusability also helps to increase the reliability, quality and productivity.

2. Object Oriented Metrics

There are number of object oriented metrics available in literature such as CK metrics, Li and Henry metrics and
MOOD metrics\(^4\). The Object Oriented (OO) metrics are used to determine the quality and productivity of object oriented software products. There are a number of quality attributes that determine the quality\(^5,6\) of software such as reusability, understandability, defect density and maintainability etc. Now with the requirement of time more and more relation between these qualities attributes to be measured between them with more accuracy.

3. Motivation Behind the Proposed Work

Software quality focuses four basic areas; these are product, project quality, process and post production quality. It can be described in five different perspectives: user view, transcendental view, manufacturer view, product view and value based view\(^7\). The majority of the current metrics\(^8,9\) measure the quality of product when the product is completely developed and ready to deliver. At this level of product it is difficult to make effective modification in the product, if made then it is costly, time consuming and extra efforts and expertise. Quality must be monitored from the early phases of development such as requirement analysis, design, implementation and maintenance phases. To analyze the product size, performance, complexity, design features, performance, and the level of quality the developer uses the product metrics.

To enhance the software development and maintenance process, it is better to use process metrics. The process metrics also helps to determine the effort level and effectiveness of the development process. To determine the project cost, execution time, scheduling and productivity\(^10,11\) of any project or product, project metrics\(^12\) are used. There are metrics that belongs to more than one category. Daskalantonakis\(^13\) well-articulated and developed the Motorola’s software metrics program, following the work of\(^14\), identified the goal, formulated the questions\(^15\) in quantifiable terms and metrics were designed. A number of metrics and models are presented by software developers to enhance the quality.

4. Proposed Metrics

Project A and B are “School Management Software” in C++ language. Project A is designed as per the requirement of “University Campus School, MDU Rohtak” whereas the project B is developed by another group. The project A is developed using the “Software quality and productivity enhancement model\(^16\)” procedure. Both the software projects are observed for six months under similar work and conditions. Metrics are applied on observations from time to time and compared\(^12\). To develop the quality product quality metrics are applied in every phase of development. In proposed model\(^16\) this phase includes Define task, underline task, task defects etc. The number of undefined task (hidden task or the task that are not properly defined or understood) are studied. In the development of this project clients are involved in every phase of development. Project is certified at every phase, so that maximum errors or faults are removed at base level\(^19\). The hard work done in early phases provide better and easy work for next phases. The number of failure that arrives in the project due to these undefined tasks is studied and their relation is considered as initial failure rate.

\[
\text{Initial Failure Rate} = \frac{\sum_{i=1}^{m} \text{No. of failure}}{\sum_{i=1}^{m} \text{Total number of undefined terms in the software modules}}
\]

\[
= \frac{7}{4} = 1.75
\]

Objective: the objective of this metric is to find the maximum undefined terms or tasks in the product.

When it should be measured: It should be measured while designing SRS or before the design phase.

As per the requirement of the customer the SRS is designed for proper management of requirement. As the entire requirement of the customer are properly defined and as per the requirement, the risk associated with all requirement as well as to the project are studied by applying cause and effect diagram. The requirement or the processes related to the highest risk are identified and their alternate solutions are considered\(^16\). Before the delivery of the final SRS, fault prediction model is applied on it. It evolves the maximum faults and validates it on every boundary analysis. After completion of SRS the certification of SRS is done as

\[
\text{Certification of SRS Failure Rate} = \frac{\text{Initial Failure Rate}}{\sum_{i=1}^{n} \text{Functional Specification of software modules}}
\]

\[
= \frac{1.75}{41} = 0.0427
\]
Objective: the objective of this metric is to find the standard of product SRS.

When it should be measured: It should also be measured in design phase or before the design phase.

The above metrics help to decide whether the SRS designed is up to the standards of the project or not. If it is ok, move to design phase otherwise review the SRS again. On the basis of the final SRS the detailed design is done. This is the phase in which logical design is converted to the physical design. A number of tools and techniques that are used to analyze the system design such as Flowchart, Data Flow Diagram (DFD), Data dictionary, Decision table and Decision tree etc. After completion of design phase, it is certified as

Certification of Architectural Design = \[ \frac{\sum_{i=1}^{n} \text{No. of Failure till the design phase}}{\sum_{i=1}^{n} \text{Logical Specification of software modules}} \]

\[ \frac{7}{93} = 0.0752 \]

Objective: The objective of this metric is to find the effectiveness of the design. Path testing, cause and effect diagram etc. technique can be used to find faults in design phase.

When it should be measured: It should be measured after design phase or before the design phase.

This metrics helps to validate the architectural design of the proposed project. If the design is up to the level it is moved for coding phase otherwise it is reviewed again for further necessary actions or modifications. During this phase of product development, the work is divided in modules/units and actual coding is started. This is programming phase of the project in which the programmer converts the program specifications into computer instructions. It’s a crucial stage of project where the defined procedures are transformed into control specifications with the help of a computer language. Programs developed during this phase coordinate the data movements and control the entire process in project. Coding phase is certified as

Certification of coding Failure Rate = \[ \frac{\text{Total Number of faults or error in all modules}}{\text{Total number of functional Units}} \]

\[ \frac{27}{93} = 0.2903 \]

Objective: the objective of this metric is to find the maximum error, faults bugs in the individual modules and then in components after coding them.

When it should be measured: It should be measured in testing phase or before the testing phase.

The above metric certify the coding phase. Metrics value helps us to check the level of coding phase. As the coding phase of the product is over, it is tested against the requirements to make sure that the product is actually solving the needs addressed and gathered during the requirement phase. It brings all the pieces of the project together into a special testing environment, then checks for errors, bugs and interoperability. During this phase of development all types of functional testing like unit testing, integration testing, system testing, acceptance testing are done with non-functional testing such as defect testing, path testing etc. As the testing phase over it is certified, whether the product so obtained is up to the level or not.

Number of Failure per unit (Failure Rate)=

\[ \frac{\sum_{i=1}^{n} \text{No. of Bugs} + \sum_{i=1}^{n} \text{No. of faults} + \sum_{i=1}^{n} \text{ENo. of error}}{\sum_{i=1}^{n} \text{Total Number of functional units in software modules}} \]

\[ \frac{2 + 1 + 2}{93} = 0.0537 \]

**Figure 1.** Comparison of school projects A and B.

Objective: The objective of this metric is to Verify and Validate the product on its boundary conditions and other inputs.

When it should be measured: It should be measured after testing phase or before the final delivery of product.

The testing team should be different from development team to find the maximum errors, bugs or faults. The above metric certify the testing phase. It verifies and
validate the project at all levels and all boundary values. When the project satisfies the entire user's requirement and is free from bugs and errors, the implementation phase begins. The Figure 1 shows the comparison of two similar projects and their certification on basis of these metrics. Project A is developed for University Campus School by using “Software Quality and productivity enhancement model” whereas Project B is developed earlier of some other school. The comparison in Figure 1 shows that the product A has lesser failure rate as compared to product B that results quality of product A is higher than that of product B.

**Objective:** the objective of this metric is to find the fault using minimum effort.

**When it should be measured:** it should be measured whenever we have fault in any area and that area is not recognized.

Product Failure Rate =

\[
\frac{\text{Failure Rate}}{\text{Total number of requirement in product}}
\]

\[
\frac{0.0537}{41} = 0.0013
\]

Product Failure Percent =

\[
\frac{\text{Failure Rate}}{\text{Total number of requirement in product}} \times 100
\]

\[
\frac{0.0537}{41} \times 100 = 0.13
\]

**Objective:** The objective of these metrics is to find the standard of the final product. If the value of product failure is less than 0.01 or 1% then the product is suitable for use. This percentage also varies from product to product and its application area.

**When it should be measured:** it should be measured before the delivery of final product for the satisfaction of the developer and customer or user.

Implementation is that stage of a project during which theory is turned into real practice. As the product is fully developed, before the final release of the product, to enhance the quality of the product, pre-release testing is required in the real field and real conditions. Although the developers have done their best, but still it must be assumed that something can go wrong at the worst possible moment and be prepare to switch gears quickly. Following metrics can be applied in such situations.

Fault Tracking Metrics =

\[
\frac{\text{Number of modules creating faults}}{\text{number of modules tested to find the fault}}
\]

This metric helps to track the fault and remove that fault by using minimum efforts.

*Figure 2.* The number of software modification or updation in first six months of software use.

Once when the customers starts using the developed system then the actual problems comes up and needs to be solved from time to time. The feedback is taken from the user for any modification if however required. Figure 2 shows the comparison of the projects modifications. The review of the system is done
• To know the full capabilities of product.
• To study the performance.
• To maintain the record of all updation and modifications.
• Product Effectiveness Curve: Draw the graph of fault per month for the product ahead of implementation

**Objective:** the objective of this metric is to check the effectiveness of product. If the number of faults are increasing every month then

This curve helps the developer as well as user for further maintenance and for making future decision regarding the product. Figure 3 show that project B has arrives more errors as compared to project A. If the curve moves downward then the product should be repaired or maintenance work should apply but if the curve moves constantly upward then the product should be replaced.

![Figure 3. The number of errors in two projects.](image)

In Figure 3, Project A exhibited lesser error or faults compared to other software.

### 5. Conclusion

The comprehensive results certify that project A has lesser failure rate, so project A has high quality and productivity as compared to project B. To develop a high quality product, the developer has to identify the right software development process (software development Model) as per the requirement and identify right metrics as per needs for testing and evaluation. Software with High quality being reliable, maintainable, easily integrated, well supported and portable also fulfills the needs of users and satisfies them. To develop high quality software within a limited cost and time then the developer should use good metrics from the initial phase of development that is requirement phase to avoid the maximum fault and rework. The proposed metrics applied on small project, the application of these metrics on more than ten small as well as large projects provides the numerical boundary value of each metric that helps the software developers in future to certify the characteristics of the product in every phase of the development.
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