Abstract

In this paper we have proposed and successfully implemented a new group key transfer protocol based on CBU hash function. The proposed scheme relies on mutually trusted Key Distribution Center (KDC) to generate and distribute session keys to all communicating entities secretly. In this scheme the key information is broadcasted at once to all the participating entities, but with the available information only the authorized user will be able to recover the actual session key. The advantage of this protocol lies in the fact that even if the pre-shared master key gets compromised, the attacker will still will not be able to recover the actual session key. Furthermore, our protocol makes use of CBU hash function along with Advanced Encryption Standards (AES) to provide confidentiality.
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1. Introduction

Cryptography can be used as a security mechanism to provide confidentiality, integrity, and authentication, but not if the keys are compromised in any way. There are lots of threats that are associated with the keys. They can be captured, modified, or corrupted. Hence we can say that key management is the most challenging part of cryptography. Now-a-days group oriented applications have become very popular, so securing group communication have become very important task. A group key is needed when a secure communication is taking place between more than two entities (group members). Group key should be transferred to group members in a secure and authenticated manner to achieve secure group communication.\textsuperscript{1–3} There are various ways in which a group key is transferred but they can be broadly classified into three categories:\textsuperscript{4–5}

- Centralized Group Key Management protocol (CGKM)-In this protocol, a group key generation center manages the entire group. In CGKM there is a central trusted authority that is engaged in managing the entire group.\textsuperscript{5}
- Distributed Group Key Management protocol (DGKM)-In this scheme, group is divided further into smaller sub-groups and for each sub-group there is a sub-group controller that is engaged in managing the key management of that particular group.\textsuperscript{4}
- Contributory Group Key Agreement protocol (CGKA)-In this scheme each group member contributes to the key generation and distribution. In CGKA every
group member is treated equally and the workload among the group members are distributed evenly.

The class of centralized group key management protocol is most widely used key management protocol. Most of the group key transfer protocol relies on mutually trusted Key Generation Center (KGC) to select session keys, and then transport session keys to all communicating entities secretly. Most often KGC encrypts session keys under another secret key (master’s key) shared with each entity during registration. The problem with this kind of approach is that a unique master key is required to be pre-shared between KGC and each group members and if the master’s key is captured during initial distribution then whole communication will become unsecured. Harn and Changlu proposed an authenticated group key transfer protocol based on secret sharing. A secret sharing scheme is a method which distributes shares of secret to a set of participants in such a way that only specified group of participants can reconstruct the secret by polling their secret. But the problem with this scheme is that even if one part of secret is compromised or corrupted, then the session key will not be recovered at any cost. In this paper, we have proposed a new group key transfer protocol. The security of session key in our protocol doesn’t solely depend upon the pre-shared master key. The strength of this protocol lies in the fact that even if the master key gets compromised the attacker will still not be able to recover the session key. In this protocol the encrypted session key is transferred to all the group members at once, but only those members (authorized) who also have the group key information will be able to recover the session key correctly. Another advantage of using this protocol other protocols is that the actual session key is not send as cipher text, it is send as simple plain text. So any eavesdropper, who is continuously monitoring the channel, will not get suspicious about the message being passed.

2. Proposed Work

Key management is an important service for providing secure communication when the network is large, or the topology is undergoing frequent changes. In most of the key transfer protocol, pre-sharing of key is required between the KDC and the group members. If any group member wants to establish a communication with another group member, then it has to first send a request to KDC for a session key. On receiving such requests the KDC selects a random session key and sends it to the group member (initiator) by encrypting the session key with the pre-shared key. In our protocol, the confidentiality of group key is ensured by using CBU hash function and AES and the security of our protocol does not solely depends upon the pre-shared key between the KDC and the group members. We have used CBU hash function that is a one-way hash function. It has the advantage that it is fast to compute and it works well for an ASCII character string domain. In this approach each user is required to register first at KDC to subscribe to group key transfer service. As soon as all the information about the node gets registered in the KDC, it generates a set of secret session keys for each user. These session keys get stored in the database of the KDC. When the KDC receives any request for session key it randomly selects a session key from its database and gives it to the initiator and responder. The responder can recover the actual session key by using the group key information, which will be provided by the KDC. Our protocol works in the following steps:-

2.1 Registration

Each user first registers its information with the KDC, and then only they can participate in communication. The KDC generates a set of session keys on registration of each user. KDC initialises the keys.

2.2 Request for Session Keys

A (initiator) issues a request to the KDC for session key to protect a logical connection to B and C (responder). The message includes the name of A merged with B and C (ABC). The KDC then first checks whether the request has come from a legitimate user or not.

2.3 Response

The KDC responds by broadcasting the session key to both the initiator, and the responder. Here, the KDC randomly selects one of the session key from all the keys and makes it the session key for that particular session. The session key sends to A, B and C in encrypted form, and these group members can recover the actual session key by making use of the information provided by the KDC.

2.3.1 Process of Encryption of the Session Key

Figure 1 shows how the session key is encrypted. The session key is randomly selected from list of session keys by
the KDC. Once the KDC gets to know which nodes will be participating in the communication, it takes that value as input for hash. By using CBU hash function on this value, we will get a hash value of fixed size. How a CBU hash function works is explained below.

```
Unsigned long PROC cbuhash (string key);
Unsigned long h = 0;
For I from 0 to size(Key) – 1
  h = h<<2 + key[i];
return h;
```

Then, this hash value is merged with the session key. The merged data goes through AES encryption. After that we will get a cipher text. Subsequently, this cipher text passes through Base64 Encoder to convert the cipher text into some textual data. This text is merged again with the hash value, and the whole process is repeated. After performing the second iteration, we will get the encrypted session key, and this key is then broadcasted to initiator as well as the responders. Figure 1 shows the encryption process of session key.

2.4 Encryption
The initiator then encrypts the file content using the actual session key. Following this, the initiator broadcasts the encrypted file to the responders.

2.5 Authorized/Unauthorized
On receiving the encrypted session key, the responders sends a request to the KDC to send the group key information (Input for hash) so that it can recover the actual session key with the help of that information. The KDC first checks whether the request is coming from a legitimate user or not by checking the input for hash value that was ABC. Since B is present in it, the KDC will authenticate B and will give this value to B.

2.6 Decryption Process of Session Key
At the responders end, the normal plain text is first decoded to a cipher text by using the Base64 Decoder. Afterwards, we will get a cipher text. Then after performing the AES decryption algorithm on it, we get a value that is a combination of hash value and plain text. The responders then by using CBU hash function will get the hash value used and can then separate it from the whole value to get the plain text. The whole process is repeated, and finally the receivers will get the original session key used. Figure 2 shows the decryption process of the session keys.

2.7 Decryption
Once the responders gets this session key, they will easily decrypt the encrypted session key by using this session key.

3. Conclusion
In this paper we proposed an efficient group key transfer protocol based on CBU hash function. The proposed protocol is simple, robust, secure, and scalable. Our scheme improves the security of key management, as its security doesn't depend solely upon the pre-shared master key with the KDC. The beauty of this protocol lies in the fact that KDC uses broadcast channel for distributing the session keys, and only the authorized receivers alone are able to recover the session keys with the help of key information, they received from KDC. Here, backward and forward secrecy is maintained by KDC, and confidentiality is provided by using CBU hash function. We
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have also successfully implemented this protocol. The implementation can be seen in the snapshots from [1–10].
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